Chapter 2. JavaScript Foundation

# JavaScript Variable

## Deklarasi Variable

Cara mendeklarasikan sebuah variabel adalah dengan kata kunci let atau const dan diikuti dengan nama variabelnya, seperti ini:

let namaVariabel1 = "hello";

const namaVariabel2 = "world";

Dalam menamakan variabel, kalian pun perlu mengikuti beberapa ketentuan sebagai berikut:

1. Menggunakan konvensi camelCase, yaitu menggunakan huruf kecil pada permulaan kata, dan jika nama variabel terdiri dari 2 kata atau lebih, maka kata kedua dan berikutnya diawali dengan huruf besar.
2. Nama variabel boleh diawali dengan underscore(\_), huruf besar (jika diharuskan), dan $.
3. Nama variabel tidak diawali dengan angka, @, \*, #, !, %, (), -, +.
4. Tidak boleh menggunakan kata kunci JavaScript seperti boolean, break, else, extends, dan lain-lain.
5. Antara kata pertama dan kata kedua tidak diberi spasi atau dash(-);
6. Karena JavaScript bersifat case-sensitive, maka penamaan juga case-sensitive (jadi variabel hitung dengan variabel Hitung itu berbeda).

Contoh:

// Contoh penulisan nama variabel yang benar

let nama;

let tempatTinggal;

let \_nomorHandphone;

let $nomorAkunBank;

// Contoh penulisan nama variabel yang salah

let makanan pembuka; //tidak boleh ada spasi

let @username; //tidak boleh diawali dengan @

let delete; //delete itu merupakan kata kunci di JavaScript

## Tipe Data JavaScript

Sebuah variabel bisa kita isi dengan suatu data. Caranya adalah dengan menggunakan = setelah nama variabel, lalu diikuti dengan datanya.

Contohnya seperti ini:

let nama = "Stefanus";

const namaIbuKandung = "Clara";

const umur = 20;

const apakahSudahMenikah = false;

let jumlahAnak;

Pada contoh di atas, variabel nama bernilai Stefanus dan tipe datanya adalah string. Tipe data string memiliki ciri khas yaitu nilai data dibungkus dengan tanda ' atau ".

Variabel namaIbuKandung juga memiliki nilai yang bertipe data string Clara. Lalu apa yang membedakan kedua variabel tersebut?

Variabel yang dideklarasikan menggunakan kata kunci let dapat diubah nilainya. Misalnya kita ingin mengubah variabel nama tadi menjadi Albert, kita cukup memberinya data tersebut seperti ini:

// memberi nilai baru kepada variabel nama

nama = "Albert";

Sementara variabel yang dideklarasikan menggunakan kata kunci const tidak dapat diubah nilainya; sudah konstan. Jika kita tetap mencoba untuk memberinya nilai seperti di bawah ini, akan muncul error.

// memberi nilai baru kepada variabel namaIbuKandung tadi

namaIbuKandung = "Juliana";

// akan muncul error

Uncaught TypeError: Assignment to constant variable.

#### 📝Catatan:

#### Namun terdapat 2 pengecualian dalam penggunaan kata kunci const. Variabel yang memiliki tipe data array atau objek bisa diubah nilai element atau propertinya meskipun menggunakan kata kunci const saat dideklarasikan. Kalian akan belajar ini di topik selanjutnya.

Kembali ke pembahasan tipe data. Variabel umur memiliki nilai 20 yang mana termasuk tipe data number. Tipe data ini bisa berupa:

* integer (seperti 1, 2, dan 3)
* atau float (seperti 3.14, 2.718, dan 1.618)

Selanjutnya, variabel apakahSudahMenikah bernilai false dengan tipe data boolean.

Tipe boolean ini terdiri dari 2 nilai:

* true yang bernilai benar
* false yang bernilai salah

Terakhir, variabel jumlahAnak bernilai undefined, karena memang tidak diisi dengan nilai apapun. Jika variabel tidak kita beri sebuah nilai, secara default (standar) ia memiliki nilai undefined.

Untuk merangkum, berikut adalah 5 tipe data primitif yang ada dalam JavaScript:

* string - deretan karakter yang diapit oleh sepasang tanda kutip;
* number - bilangan bulat, pecahan, dan lain-lain;
* boolean - nilai benar dari sebuah pernyataan yang dituliskan sebagai true atau false;
* null - sebuah nilai yang berarti kosong atau menunjuk pada nilai yang tidak ada;
* undefined - berbeda dari null, undefined menandakan kondisi variabel yang belum diberi sebuah nilai. Jadi pernyataan "nilai variabel itu adalah undefined" sebenarnya kurang tepat, sebab variabelnya memang tidak mempunyai sebuah nilai;

## Menampilkan Data di Console

Browser pada umumnya mempunyai tab console yang bisa digunakan untuk menampilkan data console.log dari kode JavaScript. Untuk mengaktifkan tab console di Chrome, bisa dilakukan dengan pilih menu View -> Developer -> Developer Tools atau dengan tekan tombol F12 atau kombinasi tombol Ctrl-Shift-I.
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Kenalan dulu yuk dengan console.log. Apa itu console.log dan apakah kegunaannya?

console.log adalah salah satu syntax JavaScript untuk menampilkan nilai suatu variabel atau hasil operasi di tab console.

Contoh:

let nama = "Budi";

let umur = 20;

let apakahSudahMenikah = false;

let jumlahAnak;

// Cobalah buka tab console di developer tools browser anda

console.log(nama); // output: Budi

console.log(umur); // output: 20

console.log(apakahSudahMenikah); // output: false

console.log(jumlahAnak); // output: undefined

![JavaScript console.log](data:image/png;base64,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)

Untuk apa kita menggunakan console.log?

Dengan console.log, output dari variabel atau operasi yang kita masukkan tidak akan kelihatan di halaman website dan hanya bisa tampil di tab console. Dengan begitu, output tersebut tidak akan mengganggu tampilan website kamu.

console.log juga sering digunakan developer ketika mau debug/investigasi kesalahan di kode yang ditulis.

# JavaScript Operators

## Arithmetic Operators

Operator aritmatika digunakan di operasi matematika yang melibatkan data dengan tipe number.

Operator-operator tersebut dapat dilihat pada tabel berikut ini:

| **Operator** | **Deskripsi** |
| --- | --- |
| + | Penjumlahan |
| - | Pengurangan |
| \* | Perkalian |
| / | Pembagian |
| \*\* | Eksponen (pangkat) |
| % | Modulus (menghasilkan sisa hasil pembagian) |
| ++ | Increment (menambah 1) |
| -- | Decrement (mengurangi 1) |

Contoh penggunaan pada operasi matematika JavaScript:

### Penjumlahan

let bilangan1 = 10;

let bilangan2 = 3;

console.log(bilangan1 + bilangan2); // Output: 13

### Pengurangan

let bilangan1 = 10;

let bilangan2 = 3;

console.log(bilangan1 - bilangan2); // Output: 7

### Perkalian

let bilangan1 = 10;

let bilangan2 = 3;

console.log(bilangan1 \* bilangan2); // Output: 30

### Pembagian

let bilangan1 = 10;

let bilangan2 = 3;

console.log(bilangan1 / bilangan2); // Output: 3.3333333333333335

### Eksponen (Pangkat)

let bilangan1 = 10;

let bilangan2 = 3;

console.log(bilangan1 \*\* bilangan2); // Output: 1000

### Modulus

let bilangan1 = 10;

let bilangan2 = 3;

console.log(bilangan1 % bilangan2); // Output: 1

### Increment (Tambah 1)

let bilangan = 10;

Bilangan++;

console.log(bilangan); // Output: 11

Contoh operasi di atas apabila dituliskan tanpa operator increment akan sama seperti ini:

let bilangan = 10;

bilangan = bilangan + 1;

console.log(bilangan); // output: 11

### Decrement (Kurang 1)

let bilangan = 10;

bilangan--;

console.log(bilangan); // output: 9

Contoh operasi di atas apabila dituliskan tanpa operator decrement akan sama seperti ini:

let bilangan = 10;

bilangan = bilangan - 1;

console.log(bilangan); // output: 9

## Assignment Operator

Assignment operator digunakan untuk memberikan nilai pada variabel.

| **Assignment** | **Operator** | **Contoh Penggunaan** | **Setara Dengan** |
| --- | --- | --- | --- |
| = |  | x = y | x = y |
| = | + | x += y | x = x + y |
| = | - | x -= y | x = x - y |
| = | \* | x \*= y | x = x \* y |
| = | / | x /= y | x = x / y |
| = | % | x %= y | x = x % y |
| = | \*\* | x \*\*= y | x = x \*\* y |

Contoh penggunaan di JavaScript:

### Assignment =

let nama = "Budi";

let umur = 20;

let apakahSudahMenikah = false;

let jumlahAnak;

console.log(nama); // Output: Budi

console.log(umur); // Output: 20

console.log(apakahSudahMenikah); // Output: false

console.log(jumlahAnak); // Output: undefined

### Addition Assignment +=

let bilangan = 10;

bilangan += 5;

console.log(bilangan); // Output: 15

### Subtraction Assignment -=

let bilangan = 10;

bilangan -= 5;

console.log(bilangan); // Output: 5

### Multiplication Assignment \*=

let bilangan = 10;

bilangan \*= 5;

console.log(bilangan); // Output: 50

### Division Assignment /=

let bilangan = 10;

bilangan /= 5;

console.log(bilangan); // Output: 2

### Modulus Assignment %=

let bilangan = 10;

bilangan %= 5;

console.log(bilangan); // Output: 0

### Exponent Assignment \*\*=

let bilangan = 10;

bilangan \*\*= 5;

console.log(bilangan); // Output: 100000

## String Operators

String operator digunakan untuk menggabungkan dua atau lebih data string. Operasi ini biasa dikenal dengan sebutan string concatenation.

Ada 2 macam string operator, yaitu:

* +
* +=

Contoh penggunaan:

### operator +

let namaDepan = "Albert";

let namaBelakang = "Einstein";

console.log(namaDepan + " " + namaBelakang); // Output: Albert Einstein

### operator +=

let kata = "Halo ";

kata += "Dunia";

console.log(kata); // Output: Halo Dunia

Oh iya, di JavaScript, jika kita menggabungkan data string dengan data number, maka hasil akhirnya juga akan menjadi string.

Contoh:

let kata = "Kambing ada ";

let bilangan = 5;

console.log(kata + bilangan); // Output: Kambing ada 5

## Relational Operators

Operator perbandingan digunakan untuk membandingkan dua data atau nilai.

| **Operator** | **Deskripsi** |
| --- | --- |
| == | sama dengan (cek nilai) |
| === | sama dengan (cek nilai dan tipe data) |
| != | tidak sama dengan (cek nilai) |
| !== | tidak sama dengan (cek nilai dan tipe data) |
| > | lebih dari |
| < | kurang dari |
| >= | lebih dari atau sama dengan |
| <= | kurang dari atau sama dengan |
| ? : | ternary operator |

Contoh penggunaan di JavaScript:

### Operator == (Loose Equality)

let bilangan = 10;

console.log(bilangan == 10); // Output: true

console.log(bilangan == 8); // Output: false

console.log(bilangan == "10"); // Output: true

Mari kita coba perhatikan bilangan == "10". Kenapa outputnya bisa true? Karena di dalam JavaScript jika operand-nya berbeda tipe data, maka salah satunya akan dipaksa berubah tipe datanya (type coercion) agar mereka sama dan bisa dibandingkan

#### 📝Catatan:

#### Yang dimaksud dengan operand adalah nilai yang digunakan di dalam sebuah proses operasi. Misalnya dalam operasi penjumlahan 1 + 2, yang tergolong operand adalah angka 1 dan 2.

Biar lebih paham, mari kita coba perhatikan contoh di bawah ini:

console.log("3.14" == 3.14) // Output: true

Kenapa kode di atas menghasilkan output true?

Sebab "3.14" diubah dulu menjadi tipe data number agar bisa dibandingkan nilainya. Lalu baru dibandingkan 3.14 === 3.14.

Jadi pada dasarnya == akan berusaha mengubah tipe data jika tipe dari kedua berbeda. Lalu bagaimana kalau kita ingin membandingkan nilai dan tipe datanya juga? Mari kita lihat contoh selanjutnya.

### Operator === (Strict Equality)

let bilangan = 10;

console.log(bilangan === 10); // Output: true --> nilai dan tipe data sama

console.log(bilangan === "10"); // Output: false --> nilai sama tetapi tipe data tidak sama

Kali ini, outputnya akan berupa true apabila kedua operand memiliki nilai dan tipe data yang sama. Makanya pada baris kedua contoh kode di atas menghasilkan output false sebab kita membandingkan bilangan 10 dengan string "10" yang berbeda tipe datanya.

### Operator !=

let bilangan = 10;

console.log(bilangan != 8); // Output: true --> nilai tidak sama tetapi tipe data sama

console.log(bilangan != "8"); // Output: true --> nilai dan tipe data tidak sama

console.log(bilangan != 10); // Output: false --> nilai dan tipe data sama

console.log(bilangan != "10"); // Output: false --> nilai sama tetapi tipe data tidak sama

Mungkin kalian agak bingung kalau melihat contoh di atas. Yang perlu kalian ketahui adalah operator != akan menghasilkan output false apabila kedua operand memiliki nilai yang sama, tidak terpengaruh sama tipe datanya.

### Operator !==

let bilangan = 10;

console.log(bilangan !== 8); // Output: true --> nilai tidak sama tetapi tipe data sama

console.log(bilangan !== "8"); // Output: true --> nilai dan tipe data tidak sama

console.log(bilangan !== 10); // Output: false --> nilai dan tipe data sama

console.log(bilangan !== "10"); // Output: true --> nilai sama tetapi tipe data tidak sama

Kali ini nilai dan tipe data akan dicek. Operator ini hanya akan mengeluarkan output false apabila nilai dan tipe data dari kedua operand sama.

### Operator >(Lebih Dari)

let bilangan = 10;

console.log(bilangan > 10); // Output: false

console.log(bilangan > 11); // Output: false

console.log(bilangan > 8); // Output: true

### Operator < (Kurang Dari)

let bilangan = 10;

console.log(bilangan < 10); // Output: false

console.log(bilangan < 8); // Output: false

console.log(bilangan < 11); // Output: true

### Operator >=(Lebih Dari atau Sama Dengan)

let bilangan = 10;

console.log(bilangan >= 10); // Output: true

console.log(bilangan >= 8); // Output: true

console.log(bilangan >= 11); // Output: false

### Operator <= (Kurang Dari atau Sama Dengan)

let bilangan = 10;

console.log(bilangan <= 10); // Output: true

console.log(bilangan <= 11); // Output: true

console.log(bilangan <= 8); // Output: false

### Operator Ternary

Digunakan untuk memberikan nilai pada variabel sesuai dengan kondisi yang ditentukan.

Syntaxnya adalah:

variabel = (kondisi true) ? nilai1 : nilai2;

// Artinya apabila kondisi true, maka variabel akan diberi nilai1

// Apabila kondisi false, maka variabel akan diberi nilai2

Contoh:

let makanan = "daging";

let jenisHewan = makanan === "daging" ? "karnivora" : "herbivora";

console.log(jenisHewan); // Output: "karnivora"

Pada kode di atas, kondisi yang diberikan adalah makanan === "daging". Karena kondisi tersebut bernilai true, maka yang dikembalikan oleh operator ini adalah "karnivora".

Seandainya variabel makanan tidak bernilai "daging", maka kondisi makanan === "daging" akan bernilai false dan nilai yang akan dikembalikan adalah "herbivora".

## Operator Logika

Operator logika digunakan untuk menentukan logika antara dua kondisi atau nilai.

| **Operator** | **Deskripsi** |
| --- | --- |
| && | AND (Dan) |
| || | OR (Atau) |
| ! | NOT (Bukan) |

Syntax dari operator logika di JavaScript itu seperti ini:

### Operator && (AND)

kondisi1 && kondisi2

Operator ini hanya akan menghasilkan output true apabila kedua operand-nya bernilai true (kondisi1 dan kondisi2 bernilai true).

### Operator || (OR)

kondisi1 || kondisi2

Operator ini akan menghasilkan output true apabila salah satu dari operand-nya bernilai true (kondisi1 bernilai true atau kondisi2 bernilai true).

### Operator ! (NOT)

!kondisi

Operator ini akan bernilai true apabila operand-nya bernilai false (negation). Dan sebaliknya, operator akan mengembalikan false apabila operand-nya bernilai true.

### Tabel Perbandingan

Jika kedua kondisi bertipe boolean, maka hasil dari masing-masing operator logika akan seperti ini:

| **Operator** | **Kondisi 1** | **Kondisi 2** | **Hasil** |
| --- | --- | --- | --- |
| && | true | true | true |
| && | true | false | false |
| && | false | true | false |
| && | false | false | false |
| || | true | true | true |
| || | true | false | true |
| || | false | true | true |
| || | false | false | false |
| ! | true | - | false |
| ! | false | - | true |

Contoh penggunaan:

let bilangan1 = 6;

let bilangan2 = 4;

console.log(bilangan1 === 6 && bilangan2 === 4); // Output: true

console.log(bilangan1 === 6 && bilangan2 < 4); // Output: false

console.log(bilangan1 < 6 && bilangan2 === 4); // Output: false

console.log(bilangan1 < 6 && bilangan2 < 4); // Output: false

console.log(bilangan1 === 6 || bilangan2 === 4); // Output: true

console.log(bilangan1 === 6 || bilangan2 < 4); // Output: true

console.log(bilangan1 < 6 || bilangan2 === 4); // Output: true

console.log(bilangan1 < 6 || bilangan2 < 4); // Output: false

console.log(!true); // Output: false

console.log(!false); // Output: true

# JavaScript Function

Apa yang dimaksud dengan fungsi (function) di JavaScript?

Di konsep JavaScript, fungsi bisa diilustrasikan sebagai berikut:

Seandainya kita mempunyai sebuah mesin pembuat kue. Kita bisa memasukkan bahan baku seperti tepung terigu, telur, gula, air, dan bahan lainnya ke dalam mesin tersebut, kemudian mesin itu akan mengolah bahan-bahan tersebut yang akhirnya akan menghasilkan kue.

Nah, dari gambaran tersebut, mesin pembuat kue adalah fungsi (function). Tepung terigu, telur, gula, air, dan bahan-bahan lain untuk membuat kue adalah input (parameter) dari sebuah fungsi. Kemudian kue yang dihasilkan dari proses pengolahan mesin kue adalah hasil (return value).

## Function Declaration & Function Expression

Fungsi dapat *berdiri sendiri* atau *disimpan* di dalam sebuah variabel.

Cara mendeklarasikannya seperti ini:

// Fungsi yang berdiri sendiri

function namaFungsi(){

// Kode yang akan dijalankan

}

// Fungsi yang disimpan di dalam variabel

let namaVariabelFungsi = function(){

// Kode yang akan dijalankan

}

Fungsi dapat dipanggil cukup dengan menambahkan tanda kurung () setelah nama fungsi tersebut. Dalam dua contoh di atas, pemanggilan fungsinya adalah sebagai berikut:

namaFungsi();

namaVariabelFungsi();

Contoh:

// Fungsi yang berdiri sendiri

function sapa() {

return "Selamat Pagi!";

}

console.log(sapa()); // Output: Selamat Pagi!

// Fungsi disimpan di dalam variabel

let berkenalan = function() {

return "Hallo, nama saya John.";

};

console.log(berkenalan()); // Output: Hallo, nama saya John.

Pada contoh kedua di atas, return value-nya adalah "Hallo, nama saya John.". Bedakan return dengan console.log() ya.

console.log() hanya menampilkan informasi ke dalam tab console JavaScript, sedangkan return akan mengembalikan sebuah nilai ke tempat di mana fungsi itu dipanggil.

Kalau bingung coba lihat contoh kode berikut:

console.log(berkenalan() + " nama kamu siapa?")

Kalau kita lihat fungsi berkenalan() tadi, return valuenya adalah "Hallo, nama saya John.". Nilai dari return ini akan dikembalikan ke tempat pemanggilan fungsi tersebut, sehingga kode di atas saat dijalankan sebenarnya akan menjadi:

console.log("Hallo, nama saya John." + " nama kamu siapa?")

Lalu bagaimana jika kita tidak menulis perintah return?

Misalnya seperti contoh di bawah ini:

let umur = 21;

function ulangTahun() {

umur += 1;

}

console.log(ulangTahun()); // Output: undefined

Fungsi tersebut tidak memiliki perintah return. Di JavaScript, apabila tidak ada perintah return, secara default (standar) fungsi tersebut akan mengembalikan nilai undefined.

## Parameter & Argument

Hati-hati, istilah parameter dan argument suka dianggap sama, jadi pemakaian kedua kata ini suka terbalik-balik.

Parameter adalah *syarat* input yang harus dimasukkan ke dalam suatu fungsi dan dideklarasikan bersama dengan deklarasi fungsi. Sementara argument adalah *nilai* yang dimasukan ke dalam suatu fungsi, sesuai dengan persyaratan parameter, di mana argument dituliskan bersamaan dengan pemanggilan fungsi.

Bisa digambarkan seperti ini:

function operasiPerkalian(angka1, angka2){

return angka1 \* angka2;

}

console.log(operasiPerkalian(2, 6)) // Output: 12

Penjelasan kode di atas:

* angka1 & angka2 adalah parameter. Pada contoh di atas, parameter harus bertipe number, agar bisa diolah oleh fungsi, yaitu perkalian kedua parameter.
* 2 & 6 adalah argument. Sesuai kan dengan *syarat* parameter? Yap, mereka bertipe number.

## Function Hoisting

Ada hal keren yang dimiliki oleh fungsi JavaScript, yaitu kita bisa memanggilnya terlebih dahulu, padahal deklarasi fungsi ada di baris setelahnya.

*"Apa kerennya? Perasaan biasa saja"* mungkin kalian akan berpikir seperti itu.

Contoh:

console.log(operasiPerkalian(5, 5)); // Output: 25

function operasiPerkalian(angka1, angka2) {

return angka1 \* angka2;

}

Secara logika, harusnya kita mendeklarasikan fungsi terlebih dahulu, setelah itu barulah kita menggunakan fungsi tersebut (pada contoh di atas, fungsi operasiPerkalian dipanggil di dalam console.log padahal deklarasinya ditulis setelah console.log). Nah, keistimewaan inilah yang disebut dengan Function Hoisting.

Tapi, ini tidak berlaku jika fungsi tersebut dideklarasi di dalam sebuah variabel.

Contoh:

console.log(operasiPerkalian(5, 5)); // Output: Uncaught ReferenceError: Cannot access 'operasiPerkalian' before initialization

const operasiPerkalian = function(angka1, angka2) {

return angka1 \* angka2;

};

## Lingkup Global vs Lingkup Lokal

Sekarang kita akan belajar tentang lingkup dari sebuah variabel. Di JavaScript, ada istilah lingkup global (global scope) dan lingkup lokal (local scope), apakah perbedaannya? Mari kita pelajari bersama di bawah ini.

### Lingkup Global

Lingkup global adalah ketika sebuah variabel bisa diakses dari mana saja, baik di dalam maupun di luar dari suatu fungsi atau blok (grup) kode.

Contoh:

const olahraga = 'basketball';

function namaAtlet() {

let atlet = 'Lionel Messi';

const noMessi = 10;

console.log(olahraga); // Output: basketball

if (olahraga === 'basketball') {

atlet = 'Kobe Bryant';

const noKobe = 24;

console.log(olahraga); // Output: basketball

}

return atlet;

}

console.log(namaAtlet()); // Output: Kobe Bryant

console.log(olahraga); // Output: basketball

Pada contoh di atas, fungsi variabel olahraga bisa diakses di dalam fungsi namaAtlet dan bahkan di dalam blok if walaupun variabel olahraga tidak dideklarasikan di dalam fungsi/blok tersebut. Ini dikarenakan variabel olahraga yang dideklarasikan di luar fungsi namaAtlet memiliki lingkup global, jadi bisa diakses dari mana saja selama ada di dalam lingkup variabel tersebut.

### Lingkup Lokal

Sebaliknya, lingkup lokal adalah ketika sebuah variabel hanya bisa diakses di dalam sebuah fungsi atau blok kode. Semua variabel yang dideklarasikan di dalam sebuah fungsi/blok hanya bisa di dalam fungsi/blok tersebut saja.

Jadi, lingkup lokal bisa dibagi lagi menjadi dua tipe:

* lingkup fungsi (function scope)
* lingkup blok (block scope)

Mari kita gunakan contoh sebelumnya dan ubah perintah console.log menjadi:

const olahraga = 'basketball';

function namaAtlet() {

let atlet = 'Lionel Messi'; // lingkup fungsi

const noMessi = 10; // lingkup fungsi

if (olahraga === 'basketball') {

atlet = 'Kobe Bryant';

const noKobe = 24; // lingkup blok

console.log(noMessi); // Output: 10

}

console.log(noKobe); // Output: Uncaught ReferenceError: noKobe is not defined

return atlet;

}

namaAtlet();

Pada contoh di atas, perintah console.log(noKobe) akan mengembalikan nilai error karena kita mencoba mengakses variabel noKobe di luar lingkup di mana dia dideklarasikan (yaitu di dalam blok if saja). Sedangkan perintah console.log(noMessi) akan menghasilkan output 10 karena variabel noMessi dideklarasikan di luar blok if jadi semua kode di dalam blok if tersebut mempunyai akses ke variabel itu.

# JavaScript Array

Masih ingat tentang konsep variabel JavaScript? Kita bahas sedikit ya untuk mengingat kembali.

Variabel JavaScript bisa kita gambarkan sebagai wadah yang bisa menampung barang dengan berbagai macam tipe, tak peduli bentuknya, material pembuatnya, warnanya dan lain-lain. Sama seperti wadah, variabel juga bisa menampung berbagai macam tipe data. Namun, variabel yang kita pelajari kemarin hanya bisa menampung satu data saja, betul?

Bagaimana kalau kita memiliki lebih dari satu data dan ingin ditampung pada wadah, atau di kasus ini, variabel yang sama? Tenang, JavaScript memiliki solusinya. Kita bisa menggunakan array.

Array adalah tipe variabel yang dapat menampung berbagai jenis data dengan tipe yang bermacam-macam, dengan jumlah yang tidak terbatas. Array di JavaScript memiliki ciri khas yaitu data yang ditampung dibungkus dengan sepasang kurung siku [ ].

let namaArray = [ nilai1, nilai2, nilai3, ...];

Di bawah ini adalah perbandingan jika kita menyimpan *data di variabel satu-per-satu* dengan menyimpan *banyak data di satu variabel* array:

// Menyimpan data di variabel satu-per-satu

let murid1 = 'Andi';

let murid2 = 'Ratna';

let murid3 = 'Juwita';

// Menyimpan lebih dari satu data dalam satu array

let murid = ['Andi', 'Ratna', 'Juwita'];

Pada contoh di atas, data yang kita miliki hanya berjumlah 3 buah. Bayangkan jika kita memiliki 1000 data! Pasti capek jika harus membuat 1000 variabel dalam satu waktu 😵.

Lebih ringkas bukan menggunakan satu array untuk menampung banyak data dibandingkan harus membuat variabel untuk masing-masing data? Iya dong jelas 👍

Yuk mari pelajari lebih lanjut tentang array!

## Mendeklarasikan Array

Di topik sebelumnya, sebenarnya kalian sudah melihat contoh syntax mendeklarasikan variabel array.

Yap betul, untuk mendeklarasi sebuah array, caranya hampir sama dengan mendeklarasi objek. Perbedaannya adalah data array dibungkus dengan kurung siku [] atau menggunakan kata kunci new Array().

### Array Literal

Cara mendeklarasikan array dengan *array literal* adalah sebagai berikut:

let namaArray = [ element1, element2, element3 ];

Contoh:

let buah = [ 'Mangga', 'Apel', 'Jeruk'];

let hargaBuah = ["20000", 30000, 15000]; // Tipe data di array boleh berbeda

### Kata Kunci New

Cara mendeklarasikan array JavaScript dengan kata kunci new adalah sebagai berikut:

let namaArray = new Array(element1, element2, element3);

Contoh:

let buah = new Array( 'Mangga', 'Apel', 'Jeruk');

let hargaBuah = new Array("20000", 30000, 15000); // Tipe data di array boleh berbeda

## Array Index

Kita sudah tau bahwa array bisa menampung lebih dari satu data, bahkan tidak terhingga. Nah, sekarang muncul pertanyaan, bagaimana cara mengakses data-data tersebut?

Sebelum menjawab pertanyaan tersebut, ada baiknya kita telusuri dulu anatomi dari array.

Setiap data di array memiliki nomor index. Nomor index berguna untuk mengakses data suatu array di posisi tertentu. Nomor index di array selalu dimulai dari angka nol 0.

Gambar di bawah ini adalah ilustrasi nomor index di array:
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Kemudian, setiap array pasti memiliki jumlah data yang ditampungnya, atau disebut dengan Array Length.

Contoh:

let buah = ['Mangga', 'Apel', 'Jeruk'];

let olahraga = ['basket', 'sepakbola', 'badminton', 'berenang'];

let murid = [];

console.log(buah.length); // Output: 3

console.log(olahraga.length); // Output: 4

console.log(murid.length); // Output: 0

Jadi, mohon diingat sekali lagi 🙏🏻:

* Nomor index dari suatu array selalu dimulai dari angka nol 0.

## Mengakses Data/Element di Dalam Array

Di topik ini kita akan mempelajari bagaimana caranya untuk dapat mengakses salah satu data/element di dalam sebuah array.

Disinilah kita akan menggunakan nomor index dan array length yang telah kita pelajari dari topik sebelum ini.

### Mengakses Element Tunggal

Syntax yang digunakan untuk mengakses data di dalam array seperti ini:

namaArray[nomorIndex]

Contohnya seperti ini:

let namaBuah = ["mangga", "apel", "jeruk", "durian"];

console.log(namaBuah[0]); // Output: mangga

console.log(namaBuah[1]); // Output: apel

console.log(namaBuah[2]); // Output: jeruk

console.log(namaBuah[3]); // Output: durian

### Mengakses Element Terakhir di Array

Coba kalian perhatikan contoh sebelumnya. durian adalah element terakhir dari array namaBuah. Untuk mengakses element itu, kita bisa hitung berdasarkan nomor index-nya dan kebetulan array namaBuah hanya memiliki 4 element jadi hitungnya masih gampang.

Coba kalian perhatikan contoh berikut:

let countries = ["Afghanistan","Albania","Algeria","Andorra","Angola","Anguilla","Antigua &amp;Barbuda","Argentina","Armenia","Aruba","Australia","Austria","Azerbaijan","Bahamas","Bahrain","Bangladesh","Barbados","Belarus","Belgium","Belize","Benin","Bermuda","Bhutan","Bolivia","Bosnia &amp; Herzegovina","Botswana","Brazil","British Virgin Islands","Brunei","Bulgaria","Burkina Faso","Burundi","Cambodia","Cameroon","Cape Verde","Cayman Islands","Chad","Chile","China","Colombia","Congo","Cook Islands","Costa Rica","Cote D Ivoire","Croatia","Cruise Ship","Cuba","Cyprus","Czech Republic","Denmark","Djibouti","Dominica","Dominican Republic","Ecuador","Egypt","El Salvador","Equatorial Guinea","Estonia","Ethiopia","Falkland Islands","Faroe Islands","Fiji","Finland","France","French Polynesia","French West Indies","Gabon","Gambia","Georgia","Germany","Ghana","Gibraltar","Greece","Greenland","Grenada","Guam","Guatemala","Guernsey","Guinea","Guinea Bissau","Guyana","Haiti","Honduras","Hong Kong","Hungary","Iceland","India","Indonesia","Iran","Iraq","Ireland","Isle of Man","Israel","Italy","Jamaica","Japan","Jersey","Jordan","Kazakhstan","Kenya","Kuwait","Kyrgyz Republic","Laos","Latvia","Lebanon","Lesotho","Liberia","Libya","Liechtenstein","Lithuania","Luxembourg","Macau","Macedonia","Madagascar","Malawi","Malaysia","Maldives","Mali","Malta","Mauritania","Mauritius","Mexico","Moldova","Monaco","Mongolia","Montenegro","Montserrat","Morocco","Mozambique","Namibia","Nepal","Netherlands","Netherlands Antilles","New Caledonia","New Zealand","Nicaragua","Niger","Nigeria","Norway","Oman","Pakistan","Palestine","Panama","Papua New Guinea","Paraguay","Peru","Philippines","Poland","Portugal","Puerto Rico","Qatar","Reunion","Romania","Russia","Rwanda","Saint Pierre &amp; Miquelon","Samoa","San Marino","Satellite","Saudi Arabia","Senegal","Serbia","Seychelles","Sierra Leone","Singapore","Slovakia","Slovenia","South Africa","South Korea","Spain","Sri Lanka","St Kitts &amp; Nevis","St Lucia","St Vincent","St. Lucia","Sudan","Suriname","Swaziland","Sweden","Switzerland","Syria","Taiwan","Tajikistan","Tanzania","Thailand","Timor L'Este","Togo","Tonga","Trinidad &amp; Tobago","Tunisia","Turkey","Turkmenistan","Turks &amp; Caicos","Uganda","Ukraine","United Arab Emirates","United Kingdom","Uruguay","Uzbekistan","Venezuela","Vietnam","Virgin Islands (US)","Yemen","Zambia","Zimbabwe"];

Tentunya akan lebih sulit untuk mengakses element terakhir dari array countries apabila kita harus menghitung nomor indexnya satu-per-satu dimulai dari element pertama.

Akan tetapi ada cara singkat untuk melakukan semuanya itu!

Di topik terakhir, kita sudah mempelajari tentang array length di mana syntax array.length itu mengembalikan jumlah data dari sebuah array. Di topik yang sama, kita juga diingatkan kalau nomor index dari sebuah array dimulai dari angka nol. Jadi untuk mengakses element terakhir dari sebuah array, kita bisa menggunakan formula sebagai berikut:

nomor index element terakhir array = jumlah data array - 1

Jadi untuk mengakses element terakhir dari array countries di atas bisa menggunakan cara singkat berikut:

// menggunakan formula di atas

let indexElementTerakhir = countries.length - 1;

console.log(countries[indexElementTerakhir]); // Output: Zimbabwe

// atau

console.log(countries[countries.length - 1]); // Output: Zimbabwe

### Mengakses Seluruh Element Array

Namun, jika kita ingin mengakses seluruh data yang berada di dalam suatu array, maka kita cukup *panggil* nama dari array tersebut.

Contoh:

let olahraga = ["Berenang", "Sepak Bola", "Bola Basket"];

console.log(olahraga); // Output: ["Berenang", "Sepak Bola", "Bola Basket"]

### Mengubah Data/Element pada Array

Data/element dari suatu array bisa kita ubah dengan syntax seperti ini:

namaArray[nomorIndex] = nilaiBaru;

Contohnya:

let namaBuah = ["Mangga", "Apel", "Jeruk"];

namaBuah[1] = "Semangka";

console.log(namaBuah); // Output: ["Mangga", "Semangka", "Jeruk"]

Apakah kalian masih ingat di beberapa topik sebelumnya, kita sempat membahas tentang penggunaan let dan const di mana variabel yang dideklarasikan dengan menggunakan const tidak bisa diubah datanya terkecuali variabel itu adalah tipe objek atau array.

Jadi untuk array JavaScript, pengubahan nilai element seperti berikut tidak akan memunculkan error walaupun variabel array-nya dideklarasikan dengan const:

const namaArray = [nilaiElement1, nilaiElement2];

// mengubah data di element pertama

namaArray[0] = nilaiElementBaru;

// menambah element baru ke array

namaArray[2] = nilaiElement3;

## Array Method

Di JavaScript, hampir semua tipe data yang bukan primitive (primitive contohnya string, number, boolean, null, undefined) adalah objek. Jadi karena array bukan tipe data primitive, array termasuk objek dan bisa mempunyai properti dengan nilai fungsi yang kita kenal dengan method.

Di topik ini, kita akan bahas beberapa array method yang umum digunakan.

### Mengubah Element Array Menjadi String dengan toString()

Method toString() akan menggabungkan semua element array dan mengubahnya ke tipe data string dengan penghubung tanda koma , di antara element array.

Contoh:

let array = [1, 2, 3, "halo", false, true];

console.log(array.toString()); // Output: 1,2,3,halo,false,true

Bisa dilihat dari contoh di atas, di dalam array terdapat data dengan tipe number, string, bahkan boolean, namun hasil dari method toString() mengubah mereka semua menjadi string.

### Menggabungkan Element Array dengan join()

Method join() menggabungkan semua element array, kemudian mengubahnya menjadi string. Konsepnya hampir sama dengan method toString(), namun perbedaannya kita bisa menambahkan karakter tertentu sebagai penghubung antara element array.

array.join(penghubung);

Penjelasan syntax di atas:

* Parameter penghubung adalah optional parameter, yaitu parameter yang boleh diisi, boleh juga dikosongkan. penghubung menentukan karakter apa yang mau ditambahkan sebagai penghubung antara element array. Secara default, apabila dikosongkan, array.join() akan menggunakan tanda koma , sebagai penghubung element array.

Contoh:

let array = [1, 2, 3, "halo", false, true];

console.log(array.join()); // Output: 1,2,3,halo,false,true

console.log(array.join(" ")); // Output: 1 2 3 halo false true

console.log(array.join("#")); // Output: 1#2#3#halo#false#true

console.log(array.join("...")); // Output: 1...2...3...halo...false...true

### Menambah dan Mengeluarkan (Menghapus) Element Array dengan pop(), push(), shift(), dan unshift()

pop(), mengeluarkan element terakhir dari sebuah array.  
Contoh:  
let array = [1, 2, 3, "halo", false, true];

array.pop();

1. console.log(array); // Output: [1, 2, 3, "halo", false]

push(), menambah element di bagian akhir dari sebuah array.  
Contoh:  
let array = [1, 2, 3, "halo", false, true];

array.push("Selamat Pagi");

1. console.log(array); // Output: [1, 2, 3, "halo", false, true, "Selamat Pagi"]

shift(), mengeluarkan element pertama dari sebuah array.  
Contoh:  
let array = [1, 2, 3, "halo", false, true];

array.shift();

1. console.log(array); // Output: [2, 3, "halo", false, true]

unshift(), menambah element di bagian awal array.  
Contoh:  
let array = [1, 2, 3, "halo", false, true];

array.unshift("Selamat Pagi");

1. console.log(array); // Output: ["Selamat Pagi", 1, 2, 3, "halo", false, true]

### Menambah, Menghapus, dan Mengganti Element Array dengan splice()

Digunakan untuk menambah, menghapus, dan mengganti element di sebuah array.

array.splice(index, jumlah, item1, ..., itemX);

Penjelasan syntax di atas:

* Parameter index adalah required parameter, yaitu parameter yang wajib diisi ketika memanggil array method splice. index menjelaskan posisi di mana element harus ditambah atau dihapus.
* Parameter jumlah adalah optional parameter, yaitu parameter yang boleh diisi, boleh juga dikosongkan. jumlah menentukan jumlah element yang mau dihapus di array.
* Parameter item1, ..., itemX adalah optional parameter. item1, ..., itemX merupakan element baru yang mau ditambah ke dalam array.

Contoh:

let buah = ["Pisang", "Jeruk", "Apel", "Mangga"];

buah.splice(2, 0, "Lemon", "Kiwi");

console.log(buah); // Output: ["Pisang", "Jeruk", "Lemon", "Kiwi", "Apel", "Mangga"]

Penjelasan contoh di atas:

* Parameter pertama bernilai 2, mendefinisikan posisi di mana element baru harus ditambahkan, yaitu di index ke 2 atau element ke 3 (ingat, index di array dimulai dari angka 0).
* Parameter kedua bernilai 0, mendefinisikan jumlah element yang harus dihapus, yaitu berjumlah 0 (tidak ada yang dihapus).
* Parameter ketiga, keempat, dan seterusnya di method splice() mendefinisikan element baru yang ingin ditambahkan ke dalam array. Jika parameter ketiga dan seterusnya tidak dituliskan, maka tidak ada element yang ditambahkan. Pada contoh di atas, element ketiga dan keempat adalah "Lemon" dan "Kiwi", maka kedua element tersebut ditambahkan pada array buah.

### Menggabungkan Lebih Dari Satu Array dengan concat()

Method concat() digunakan untuk menggabungkan 2 array atau lebih.

array1.concat(array2, array3, ..., arrayX)

Contoh:

let buah = ["pisang", "apel", "jeruk"];

let sayur = ["tomat", "bayam", "wortel"];

let biji = ["kedelai", "kacang tanah", "kacang polong"];

let makanan = buah.concat(sayur, biji);

console.log(makanan); // Output: ["pisang", "apel", "jeruk", "tomat", "bayam", "wortel", "kedelai", "kacang tanah", "kacang polong"]

### Mengambil Element Array dengan slice()

Method slice() digunakan untuk mengambil beberapa element pada array, dan menaruhnya pada array baru.

array.slice(mulai, akhir)

Penjelasan syntax di atas:

* Parameter mulai adalah optional parameter. mulai menentukan permulaan index dari element yang akan diambil.
* Parameter akhir adalah optional parameter. akhir menentukan batas akhir index element yang akan diambil (tanpa diikutsertakan). Apabila dikosongkan, maka semua element dimulai dari index mulai sampai ke element terakhir dari array akan diambil.

Contoh:

let cemilan = ["kripik singkong", "kripik kentang", "krupuk ikan", "permen", "coklat", "kue"];

let cemilanGurih = cemilan.slice(0, 3);

let cemilanManis = cemilan.slice(3);

console.log(cemilanGurih); // Output: ["kripik singkong", "kripik kentang", "krupuk ikan"]

console.log(cemilanManis); // Output: ["permen", "coklat", "kue"]

# JavaScript Object

Di topik sebelumnya, kita sudah belajar variabel yang menampung satu data saja. Namun di JavaScript sebenarnya variabel itu tidak dibatasi hanya untuk menampung satu data saja. Ada yang namanya variabel tipe objek atau array yang bisa menampung banyak data dari berbagai macam tipe data di JavaScript.

Di JavaScript, objek bisa digambarkan sebagai sesuatu yang memiliki properti dan nilai.

Sebagai contoh, manusia. Manusia memiliki nama, pekerjaan, umur, dan lain sebagainya. Nah, kemudian kita tahu bahwa nama orang ini adalah John, pekerjaannya adalah programmer, umurnya 24 tahun, dan lain-lain.

Dalam hal ini, *manusia* adalah objek. Kemudian *nama*, *pekerjaan*, *umur* adalah properti objek. Terakhir, *John* adalah nilai dari properti nama, *programmer* adalah nilai dari properti pekerjaan, dan *24 tahun* adalah nilai dari properti umur.

Yap, sesimpel itu konsep dari sebuah objek JavaScript. Oh, jangan lupa! Objek JavaScript dapat menampung properti dan nilai *sebanyak apapun* dengan *tipe data yang beragam*.

Yuk kita pelajari lebih lanjut tentang objek JavaScript!

## Mendeklarasikan Objek

### Menggunakan Object Literal

Cara mendeklarasikan objek dengan *object literal* adalah sebagai berikut:

let namaObjek = {

namaProperti1: nilai1,

namaProperti2: nilai2

};

Contoh:

let buah = { nama: 'mangga', warnaKulit: 'hijau', hargaPerBuah: 5000 };

let orang = {

nama: 'john',

umur: 24,

pekerjaan: 'programmer'

};

Perhatikan contoh kode di atas! Objek berciri khas datanya dibungkus dengan kurung kurawal {}, dan antar data diberi koma ,.

### Menggunakan Kata Kunci new

Cara mendeklarasikan objek JavaScript dengan kata kunci new adalah sebagai berikut:

let namaObjek = new Object();

namaObjek.namaProperti1 = nilai1;

namaObjek.namaProperti2 = nilai2;

Contoh:

let orang = new Object();

orang.nama = 'john';

orang.umur = 24;

orang.pekerjaan = 'programmer';

## Mengakses Properti Objek

Jika kita ingin menggunakan nilai yang terdapat di dalam properti suatu objek, maka kita harus mengakses properti objek tersebut.

Caranya bagaimana?

Ada 2 cara yaitu:

### Dot Notation

let objek = {

namaProperti: nilaiProperti

};

// Dot Notation

objek.namaProperti // Output: nilaiProperti

Contoh:

let orang = {

nama: 'john',

umur: 24,

pekerjaan: 'programmer'

};

console.log(orang.nama); // Output: "john"

console.log(orang.umur); // Output: 24

console.log(orang.pekerjaan); // Output: "programmer"

### Bracket Notation

let objek = {

namaProperti: nilaiProperti

};

// Bracket Notation

objek["namaProperti"] // Output: nilaiProperti

// bisa juga menggunakan single quote

objek['namaProperti'] // Output: nilaiProperti

Contoh:

let orang = {

nama: 'john',

umur: 24,

pekerjaan: 'programmer'

};

console.log(orang["nama"]); // Output: "john"

console.log(orang['umur']); // Output: 24

console.log(orang["pekerjaan"]); // Output: "programmer"

#### 📝Catatan:

#### Perlu kita perhatikan yang berikut ini ketika kita mau mengakses properti objek secara dynamic (dinamis). Yang dimaksud dengan mengakses properti objek secara dinamis adalah ketika kita menggunakan nama dari suatu variabel sebagai nama properti saat mengakses properti objek tersebut.

let namaVariabel = namaProperti;

let objek = {

namaProperti: nilaiProperti

};

// kita bisa mengakses properti objek secara dinamis

// dengan cara berikut

objek[namaVariabel] // Output: nilaiProperti

Contoh:

const smartphone = {

kamera: "10MP",

memori: "128GB"

};

const fitur = "kamera";

Apabila kita ingin mengakses nilai "10MP" dari objek smartphone dengan menggunakan variabel fitur. Cara yang benar adalah:

console.log(smartphone[fitur]); // Output: 10MP

// karena variabel fitur mempunya nilai kamera

// maka, baris di atas sama hasilnya dengan

console.log(smartphone["kamera"]); // Output: 10MP

console.log(smartphone.kamera); // Output: 10MP

Kita tidak bisa mengakses properti objek secara dinamis dengan menggunakan dot notation. Jadi:

console.log(smartphone.fitur); // Output: undefined

Contoh di atas akan menghasilkan output undefined dikarenakan objek smartphone tidak mempunyai properti dengan nama fitur.

## Menambah Properti Baru pada Objek

Cara menambah properti baru ke dalam suatu objek mirip dengan cara mendeklarasikannya.

### Dot Notation

let objek = { namaProperti1: nilaiProperti1 };

objek.namaProperti2 = nilaiProperti2;

console.log(objek); // output: { namaProperti1: nilaiProperti1, namaProperti2: nilaiProperti2 }

Contoh:

let orang = {

nama: 'john',

umur: 24,

pekerjaan: 'programmer'

};

orang.kebangsaan = 'warga negara indonesia';

console.log(orang);

/\*

Output:

{

nama: 'john',

umur: 24,

pekerjaan: 'programmer',

kebangsaan: 'warga negara indonesia'

}

\*/

### Bracket Notation

let objek = { namaProperti1: nilaiProperti1 };

objek['namaProperti2'] = nilaiProperti2;

console.log(objek); // output: { namaProperti1: nilaiProperti1, namaProperti2: nilaiProperti2 }

Contoh:

let orang = {

nama: 'john',

umur: 24,

pekerjaan: 'programmer'

};

orang['kebangsaan'] = 'warga negara indonesia';

console.log(orang);

/\*

Output:

{

nama: 'john',

umur: 24,

pekerjaan: 'programmer',

kebangsaan: 'warga negara indonesia'

}

\*/

Apakah kalian masih ingat di beberapa topik sebelumnya, kita sempat membahas tentang penggunaan let dan const di mana variabel yang dideklarasikan dengan menggunakan const tidak bisa diubah datanya terkecuali variabel itu adalah tipe objek atau array.

Jadi untuk objek JavaScript, pengubahan nilai properti seperti berikut tidak akan memunculkan error walaupun variabel objek-nya dideklarasikan dengan const:

const objek = { namaProperti1: nilaiProperti1 };

// mengubah data properti

objek.namaProperti1 = nilaiProperti2; // OK

// menambah properti baru ke objek

objek.namaProperti3 = nilaiProperti3; // OK

#### 📝Catatan:

#### Variabel tipe objek dan array yang dideklarasi dengan menggunakan const bisa diubah atau ditambah nilai properti/element-nya. Tetapi variabel-nya sendiri tetap tidak bisa diubah nilainya.

## Object Method

Seperti yang kita bahas di topik sebelumnya, objek itu memiliki properti dan nilai. Selama ini kalian baru belajar untuk menambahkan nilai yang berupa string atau number, misalnya seperti ini

const user = {

nama: "Stefan",

umur: 21

}

Sebenarnya tipe data dari nilai sebuah properti itu tidak terbatas kepada string dan number saja. Kita juga bisa memberi nilai berupa sebuah fungsi.

*"Ha? Berarti ada fungsi di dalam objek gitu?"*

Benar banget! Fungsi yang terhubung pada sebuah objek kita sebut dengan istilah method.

Jadi, objek sebenarnya bisa menampung fungsi di dalam propertinya, seperti ini contohnya:

let objek = {

namaProperti1: nilaiProperti1,

namaProperti2: function() {...} // nilai dari namaProperti2 adalah method dari variabel objek

};

Contoh:

let kalkulator = {

namaOperasi: 'penjumlahan',

jumlah: function(angka1, angka2) {

return angka1 + angka2;

}

};

*"Lalu bagaimana cara mengakses method yang berada di dalam objek? Apakah sama dengan cara mengakses properti objek biasa?"*

Hampir mirip, hanya tinggal tambahkan tanda kurung () dan isi parameter di dalam tanda kurung tersebut jika method tersebut membutuhkan parameter.

Contoh:

let kalkulator = {

namaOperasi: 'penjumlahan',

jumlah: function(angka1, angka2) {

return angka1 + angka2;

}

};

console.log(kalkulator.jumlah(2, 3)); // Output: 5

#### 📝Catatan:

#### Karena method merupakan properti dari suatu objek, maka untuk menambahkan method baru ke dalam objek caranya sama seperti menambahkan properti baru ke dalam objek.

Kalian sekarang mungkin berpikir "*Kenapa tidak buat fungsi sendiri saja di luar objeknya?*"

Menambahkan fungsi sebagai method dari sebuah objek itu memilki beberapa kelebihan:

#### **Menghindari konflik penamaan fungsi**

Misalkan kita mempunyai dua objek, kucing dan anjing. Lalu kita ingin membuat dua buah fungsi suara yang mengembalikan suara dari kedua hewan tersebut. Tentu kita tidak bisa melakukannya seperti di bawah ini. Sebab saat kita mendefinisikan fungsi yang namanya sama dengan fungsi sebelumnya, fungsi baru itu akan menimpa fungsi yang lama.

const kucing = {

// isi properti dan nilai objek kucing

};

function suara() { return "Meong"; }

const anjing = {

// isi properti dan nilai objek anjing

};

//fungsi ini akan menimpa fungsi suara yang pertama

function suara() { return "Gukguk"; }

console.log(suara()); // Output: Gukguk

Dengan membuat fungsi suara sebagai method dari masing-masing objek, kita tetap dapat menghindari konflik tersebut. Sebab fungsi suara sekarang akan terhubung dengan objek yang berbeda. Jadi pada saat pemanggilannya, kita juga mengawalinya dengan nama objek di mana method tersebut didefinisikan.

const kucing = {

// isi properti dan nilai objek kucing,

suara: function() { return "Meong"; }

};

const anjing = {

// isi properti dan nilai objek anjing

suara: function() { return "Gukguk"; }

};

//panggil method suara dalam masing-masing objek

console.log(kucing.suara()); //Output: Meong

console.log(anjing.suara()); // Output: Gukguk

#### **Definisi fungsi yang terpusat**

Kita ambil contoh objek di awal tadi

const user = {

nama: "Stefan",

umur: 21

};

Katakanlah kita ingin menggunakan kalimat perkenalan "Nama saya Stefan. Saya berumur 21 tahun"di beberapa fungsi lainnya. Cara manual tentu dengan menulisnya satu per satu seperti ini

function fungsiA() {

//isi dari fungsiA

console.log(`Nama saya ${user.nama}. Saya berumur ${user.umur} tahun`);

}

function fungsiB() {

//isi dari fungsiB

console.log(`Nama saya ${user.nama}. Saya berumur ${user.umur} tahun`);

}

function fungsiC() {

//isi dari fungsiC

console.log(`Nama saya ${user.nama}. Saya berumur ${user.umur} tahun`);

}

Tapi misalkan sekarang kita ingin menambahkan properti baru makananFavorit: "Pizza" ke objek user. Tentu kita juga ingin mengubah kalimat perkenalannya menjadi "Nama saya Stefan. Saya berumur 21 tahun. Saya suka Pizza". Tapi karena kita membuat kalimatnya secara manual pada fungsiA, fungsiB, dan fungsiC, kita harus mengubah secara manual juga di ketiga fungsi tersebut.

"*Repot banget dong kalau begitu*"

Nah, dengan membuat sebuah method di objek user yang mengembalikan kalimat perkenalan tadi, kita cukup memanggil method tersebut di tempat kita ingin menggunakan kalimat tersebut saja.

// buat method perkenalanDiri yang mengembalikan kalimat perkenalan

const user = {

nama: "Stefan",

umur: 21,

makananFavorit: "Pizza",

perkenalanDiri: () => {

return `Nama saya ${this.nama}. Saya berumur ${this.umur}. Saya suka ${this.makananFavorit}`;

}

};

// panggil method tersebut di dalam fungsi yang kita inginkan

function fungsiA() {

// isi dari fungsiA

console.log(user.perkenalanDiri());

}

function fungsiB() {

// isi dari fungsiB

console.log(user.perkenalanDiri());

}

function fungsiC() {

// isi dari fungsiC

console.log(user.perkenalanDiri());

}

Sekarang, jika ada perubahan pada kalimat perkenalan, kita hanya perlu mengubahnya di satu tempat saja: di method perkenalanDiri() pada objek user.

# JavaScript Conditional

Kalau diterjemahkan ke dalam bahasa Indonesia, conditional artinya adalah persyaratan. Lalu, kalau dalam konsep JavaScript, conditional itu kira-kira seperti apa?

Ketika kita menulis sebuah aplikasi, seringkali akan ada beberapa operasi yang akan dijalankan dengan persyaratan tertentu. Persyaratan itu sendiri nanti kita yang tentukan.

Sebagai contoh dalam kehidupan sehari-hari, jika kita lapar, maka kita makan, dan jika kita tidak lapar, maka kita tidak makan. Dari contoh tersebut, persyaratan/kondisinya adalah *jika kita lapar* atau *jika kita tidak lapar*. Sementara, keputusan yang dilaksanakan adalah *makan* atau *tidak makan*.

Dari contoh tersebut, ada kata kunci yang bisa kita ambil, yaitu jika dan maka. Jika menyatakan sebuah kondisi, dan maka menyatakan keputusan yang akan dilaksanakan.

Sama seperti di JavaScript, kita juga bisa menyatakan sebuah kondisi dan menyatakan keputusan (program) yang akan dijalankan.

Di JavaScript ada dua cara menulis perintah conditional, yaitu:

* Menggunakan if, else if dan else.
* Menggunakan switch dan case.

Mari kita bahas satu-persatu.

## if, else if dan else

Syntax dalam menggunakan if, else if dan else adalah sebagai berikut.

### if

Digunakan apabila hanya ada 1 kondisi dan 1 keputusan yang dijalankan.

if (kondisi1) {

// masukkan kode yang akan dijalankan di sini apabila kondisi1 tercapai

}

### if...else

Digunakan apabila ada 1 kondisi dan 2 keputusan yang dijalankan.

if (kondisi1) {

// masukkan kode yang akan dijalankan di sini apabila kondisi1 tercapai

} else {

// masukkan kode yang akan dijalankan di sini apabila kondisi1 TIDAK tercapai

}

### if...else if...else

Digunakan apabila ada beberapa kondisi dan beberapa keputusan yang dijalankan.

if (kondisi1) {

// masukkan kode yang akan dijalankan di sini apabila kondisi1 tercapai

} else if (kondisi2) {

// masukkan kode yang akan dijalankan di sini apabila kondisi1 tidak tercapai dan kondisi2 tercapai

} else if (kondisi3) {

// masukkan kode yang akan dijalankan di sini apabila kondisi1 dan kondisi2 tidak tercapai, dan kondisi3 tercapai

} ... {

} else {

// masukkan kode yang akan dijalankan di sini apabila semua kondisi di atas TIDAK tercapai

}

Contoh Penggunaan:

Coba bayangkan sebuah aplikasi yang bisa menampilkan kalimat:

* "SANGAT MEMUASKAN" jika nilai di atas 80
* "MEMUASKAN" jika nilai berada di antara 60 hingga 80, dan
* "JANGAN MENYERAH, COBA LAGI!" jika nilai di bawah 60

Ternyata, Andi mendapatkan nilai 95. Maka, Andi seharusnya mendapatkan kalimat "SANGAT MEMUASKAN" bukan?

Bagaimana cara membuat aplikasinya? Yaitu seperti berikut ini:

let nilaiAndi = 95;

if (nilaiAndi > 80) {

console.log("SANGAT MEMUASKAN");

} else if (nilaiAndi >= 60 && nilaiAndi <= 80) {

console.log("MEMUASKAN");

} else {

console.log("JANGAN MENYERAH, COBA LAGI!");

}

// Output: SANGAT MEMUASKAN

Penjelasan kode di atas:

* if (nilaiAndi > 80) { console.log('SANGAT MEMUASKAN'); }artinya jika variabel nilaiAndi bernilai di atas 80, maka aplikasi akan menampilkan kalimat "SANGAT MEMUASKAN".
* else if (nilaiAndi >= 60 && nilaiAndi <= 80) { console.log('MEMUASKAN'); }, artinya jika variabel nilaiAndi berada di atas atau sama dengan 60 dan nilaiAndi berada di bawah atau sama dengan 80 (yang bisa diartikan sebagai jika nilaiAndi berada di antara 60 hingga 80), maka aplikasi akan menampilkan kalimat "MEMUASKAN".
* else { console.log('JANGAN MENYERAH, COBA LAGI!');}, artinya selain kedua kondisi yang telah disebutkan di if dan else if, maka aplikasi akan menampilkan kalimat "JANGAN MENYERAH, COBA LAGI!".

## switch dan case

Jika kita memiliki banyak pilihan kondisi, menggunakan perintah if, else if dan else akan kurang efisien karena kode yang ditulis akan menjadi sangat panjang sekali.

*"Alternatifnya apa dong?"*

Ada cara yang lebih efisien yaitu dengan menggunakan perintah switch dan case.

Syntaxnya seperti ini:

switch (pernyataan) {

case kondisi1:

// keputusan yang dijalankan ketika kondisi1 tercapai

break;

case kondisi2:

// keputusan yang dijalankan ketika kondisi2 tercapai

break;

case kondisi3:

// keputusan yang dijalankan ketika kondisi3 tercapai

break;

...

default:

// keputusan yang dijalankan ketika semua kondisi tidak tercapai

}

Contoh Penggunaan:

Seandainya kita disuruh menulis sebuah aplikasi yang akan menampilkan jenis seragam apa yang harus dikenakan murid sesuai dengan harinya. Contohnya seperti di bawah ini:

let seragamSekolah;

let hari = "senin";

switch (hari) {

case "senin":

seragamSekolah = "kemeja putih bawahan merah";

break;

case "selasa":

seragamSekolah = "kemeja hijau bawahan hitam";

break;

case "rabu":

seragamSekolah = "kemeja putih bawahan putih";

break;

case "kamis":

seragamSekolah = "kemeja batik merah bawahan hitam";

break;

case "jumat":

seragamSekolah = "baju pramuka";

break;

default:

seragamSekolah = "baju bebas";

}

console.log(seragamSekolah); // Output: kemeja putih bawahan merah

Penjelasan kode di atas:

* switch digunakan untuk mendeklarasikan pernyataan yang menjadi patokan kondisi. Pada contoh di atas, kita akan melihat variabel hari digunakan sebagai patokan kondisi untuk merubah nilai dari variabel seragamSekolah sesuai dengan nilai hari-nya (kondisi).
* case digunakan untuk menulis masing-masing kondisi dari hasil pernyataan yang akan diperiksa. Pada contoh di atas, jika variabel hari bernilai "senin", maka variabel seragamSekolah bernilai "kemeja putih bawahan merah", dan seterusnya.
* break digunakan untuk menghentikan program berjalan ketika sudah menemukan kondisi yang tercapai. Pada contoh di atas, program akan berhenti pada case bernilai "senin".
* default adalah keputusan yang akan dijalankan apabila hasil pernyataan di switch tidak ada yang sesuai dengan masing-masing kondisi di case (tidak ada kondisi yang tercapai). Fungsinya sama seperti else di topik sebelumnya . Pada contoh di atas, apabila nilai variabelhari yang dimasukkan misalnya "sabtu", maka seragamSekolah akan bernilai "baju bebas".

Apabila kita mempunyai dua atau lebih kondisi yang berbeda, tetapi keputusan yang akan dijalankan sama, kita bisa menggabungkan beberapa perintah case tanpa menggunakan break dan hanya menggunakan break di kondisi terakhir.

Misalnya pada contoh kita di atas, murid diharuskan mengenakan seragam "kemeja putih bawahan merah" untuk hari "senin" sampai "kamis", maka kita bisa mengubah kode di atas menjadi:

let seragamSekolah;

let hari = "senin";

switch (hari) {

case "senin":

case "selasa":

case "rabu":

case "kamis":

seragamSekolah = "kemeja putih bawahan merah";

break;

case "jumat":

seragamSekolah = "baju pramuka";

break;

default:

seragamSekolah = "baju bebas";

}

console.log(seragamSekolah); // Output: kemeja putih bawahan merah

# JavaScript Loop

Loop dalam Bahasa Indonesia artinya putaran. Dalam JavaScript, maksudnya adalah perulangan. Jadi, loop adalah sekumpulan kode yang akan dijalankan berulang kali sampai batas yang ditentukan.

Sebagai contoh, coba tampilkan angka 1 sampai dengan 10 di console. Solusi seperti apakah yang kalian pikirkan? Apakah seperti ini?

console.log(1);

console.log(2);

console.log(3);

console.log(4);

console.log(5);

console.log(6);

console.log(7);

console.log(8);

console.log(9);

console.log(10);

/\*

Output:

1

2

3

4

5

6

7

8

9

10

\*/

Coba bayangkan jika kalian disuruh untuk menampilkan angka 1 sampai 1000 pada console dengan cara di atas, mungkin jari kalian sudah pegal-pegal.

Nah untuk menghindari itu, kita bisa menggunakan JavaScript Loop.

Ada 3 jenis loop di JavaScript, yaitu:

* for
* while
* do...while

Kita akan bahas satu-persatu di topik selanjutnya.

## for loop

Syntax yang digunakan ketika menggunakan for loop adalah sebagai berikut:

for (pernyataan1; pernyataan2; pernyataan3) {

// kode yang akan dijalankan ketika pernyataan2 benar (true)

}

Penjelasan kode di atas:

* pernyataan1 digunakan untuk menentukan nilai awal berjalannya loop.
* pernyataan2 digunakan untuk mendefinisikan kondisi berjalannya sebuah loop. Apabila nilai kondisinya false, maka loop akan berakhir.
* pernyataan3 digunakan untuk menambah atau mengurangi nilai awal pada pernyataan1 setiap kali loop dijalankan.

Contoh Penggunaan:

Kita akan menampilkan angka 1 sampai dengan 10 di console. Caranya adalah:

for (let i = 1; i <= 10; i++) {

console.log(i);

}

/\*

Output:

1

2

3

4

5

6

7

8

9

10

\*/

Penjelasan contoh di atas:

* let i = 1 adalah pernyataan1. Kode tersebut berarti kita mendeklarasikan sebuah variabel baru bernama i dengan nilai awal 1. Jadi, pada contoh di atas, loop akan dimulai dari angka 1.
* i <= 10 adalah pernyataan2. Kode tersebut menentukan kondisi apakah loop bisa dijalankan. Loop akan terus berjalan apabila nilai variabel i masih di bawah atau sama dengan 10. Pada contoh di atas, perulangan yang dimaksud adalah menampilkan nilai variabel i pada console.
* i++ adalah pernyataan3. Kode tersebut berarti, setiap melakukan satu perulangan, maka tambahkan nilai i dengan angka 1.

#### 📝Catatan:

#### Masih ingat kan fungsi operator ++? Cek topik Operator Aritmatika.

## while loop

Syntax dalam menggunakan while loop adalah sebagai berikut:

while (kondisi) {

// kode yang akan dijalankan ketika kondisi benar (true)

}

Penjelasan kode di atas:

* while (kondisi) berarti ketika kondisi yang ditentukan benar (true), maka jalankan semua kode yang ada di dalam {}.

Contoh Penggunaan:

Kita akan menampilkan angka 1 sampai dengan 10 di console dengan while loop, caranya adalah:

let i = 1;

while (i <= 10) {

console.log(i);

i++;

}

/\*

Output:

1

2

3

4

5

6

7

8

9

10

\*/

Penjelasan kode di atas:

* let i = 1; berarti kita mendeklarasikan variabel i dengan nilai awal 1.
* while (i <= 10) berarti ketika variabel i bernilai kurang dari atau sama dengan 10, maka jalankan semua kode di dalam {}. Pada contoh di atas, program akan menampilkan nilai variabel i pada console dan kemudian menambahkan nilai variabel i dengan angka 1. Setelah itu, program akan mengevaluasi apakah kondisi i <= 10 masih true. Bila iya, maka kode akan terus dijalankan sampai kondisi false.

# 

## do while Loop

Syntax dalam penggunaan do...while loop adalah:

do {

// kode yang akan dijalankan ketika kondisi benar (true)

} while (kondisi);

Contoh Penggunaan:

Kita akan menampilkan angka 1 sampai dengan 10 di console dengan do...while loop, caranya adalah:

let i = 1;

do {

console.log(i);

i++;

} while (i <= 10);

/\*

Output:

1

2

3

4

5

6

7

8

9

10

\*/

Penjelasan kode di atas:

* let i = 1; berarti kita mendeklarasikan variabel i dengan nilai awal 1.
* do { console.log(i); i++; } menentukan kode yang akan dijalankan ketika kondisi benar (true). Pada contoh di atas, program akan menampilkan nilai variabel i pada console dan kemudian menambahkan nilai variabel i dengan angka 1.
* while (i <= 10) menentukan kondisi dari kode blok do {...}, yaitu apabila variabel i bernilai kurang dari atau sama dengan 10, maka jalankan semua kode di dalam do {...}.

# 

## Array built-in method

Perulangan sangat diperlukan untuk memudahkan dalam mengakses setiap elemen pada *array*. Kamu bisa menggunakan *looping* (for, while, dan do...while) untuk dapat mengakses masing-masing elemen. Contohnya seperti berikut ini:

let arr = [1, 2, 3, 4, 5];

for (let i = 0; i < arr.length; i++) {

console.log(arr[i]);

}

/\* Output

1

2

3

4

5

\*/

Namun *Array* memiliki *built-in method* atau *method* bawaan sendiri yang dapat kita gunakan untuk melakukan perulangan. Berikut kelebihan *built-in method* yang akan dipelajari :

1. Kode lebih mudah dibaca.
2. Mengurangi kesalahan ketika menggunakan banyak tanda operator seperti pada perulangan konvensional.
3. Menjaga variabel yang dimiliki tetap pada blok kodenya.

Pada topik selanjutnya, kamu akan mempelajari beberapa *built-in method* untuk melakukan perulangan pada *array* sehingga memudahkan kamu dalam melakukan perulangan karena masing-masing *method*-nya memiliki fungsi yang berbeda-beda.

#### 📝 Catatan:

#### Beberapa *method* yang akan dipelajari menggunakan argumen berupa *callback function*. Mudahnya, kamu akan memberikan sebuah *function* sebagai argumen pada *method* tersebut.

### Array.forEach()

Dalam mengakses elemen *array*, biasanya kita melakukan perulangan dengan menggunakan for, while dan do-while. Namun selain menggunakan perulangan tersebut, JavaScript juga menyediakan banyak metode untuk mengakses elemen *array*, diantaranya adalah dengan menggunakan .forEach().

.forEach() digunakan untuk melakukan iterasi dalam mengakses elemen *array* dengan 3 parameter *callback* sebagai berikut:

1. *value* yaitu isi dari tiap elemen yang diproses.
2. *index* (*optional*) yaitu nomor *index* tiap elemen.
3. *array* (*optional*) yaitu *array* itu sendiri.

Berbeda dengan melakukan perulangan menggunakan for, while dan do-while. Melakukan perulangan dengan .forEach() mempunyai struktur kode seperti di bawah ini:

array.forEach(function (value, index, array){

// kode program

})

Untuk lebih jelasnya, contoh penggunaan .forEach() dapat dilihat seperti berikut ini:

let colors = ['blue', 'red', 'yellow', 'green'];

colors.forEach(function (data) {

console.log(data)

});

/\* Output:

blue

red

yellow

green

\*/

Dari kode di atas dapat kita lihat bahwa variabel data merepresentasikan elemen dari *array* colors.

Kita juga dapat menggunakan parameter index untuk mendapatkan/mengakses *index* dari setiap elemen array:

let colors = ['blue', 'red', 'yellow', 'green'];

colors.forEach(function (data, idx) {

if(idx % 2 === 0) { // melakukan pengecekan jika index elemen adalah bilangan genap

console.log(data, idx)

} else {

console.log('not allowed', idx)

}

});

/\* Output:

blue 0

not allowed 1

yellow 2

not allowed 3

\*/

Dari contoh ke-2, terdapat variabel idx sebagai *callback* yang mewakili *index* setiap elemen *array*.

Sama halnya dengan menggunakan for, while, dan do-while, kita dapat melakukan berbagai macam *action* saat iterasi dalam elemen *array* yang sedang berjalan. Penggunaan .forEach() dan perulangan lainnya untuk memberikan pilihan bagi programmer dalam kemudahan menulis serta membaca kode.

### Array.map()

Selain .forEach(), ada juga metode perulangan pada *array* yang lain, yaitu .map(). Berbeda dengan .forEach(), .map() digunakan untuk melakukan perulangan sambil mengecek/melakukan operasi terhadap setiap elemen *array*, lalu memberikan nilai balik berupa *array* baru tanpa mengubah nilai pada *array* yang lama.

*Callback function* pada .map() memiliki 3 parameter dasar yang dapat digunakan sesuai kebutuhan:

1. *value* yaitu isi dari tiap elemen yang diproses.
2. *index* (*optional*) yaitu nomor *index* tiap elemen.
3. *array* (*optional*) yaitu *array* itu sendiri.

Struktur kode dari .map():

arr.map(function (value, index, array) {

// kode program

});

Mungkin kamu masih bingung kapan harus menggunakan .forEach() dan kapan harus menggunakan .map(). Mari kita lihat kasus di bawah ini:

// Diberikan data input dan output berikut

// input = [100, 50, 60, 10]

// expected output = [10, 5, 6, 1]

jika kita lihat, *expected output* menghasilkan sebuah array baru. Perbandingan nilai array *input* dan *output* adalah 10. Sehingga dapat kita buat fungsi menggunakan .map() sebagai berikut:

let input = [100, 50, 60, 10];

let output = input.map(function (item) {

return item/10;

});

console.log(output);

// Output [10, 5, 6, 1]

console.log(input);

// Output [100, 50, 60, 10] --> Nilai array pertama tidak berubah

Dari kode di atas, dapat kita lihat bahwa output merupakan array baru hasil modifikasi input menggunakan .map(). Parameter item pada fungsi di atas merepresentasikan *value* (*callback function*), yaitu elemen dari input yang kemudian setiap nilainya dibagi dengan 10 lalu di return sebagai nilai elemen pada *array* output.

Kasus di atas juga dapat dipecahkan menggunakan .forEach() dengan cara sebagai berikut:

let input = [100, 50, 60, 10];

let output = [];

input.forEach(function (item){

output.push(item/10);

});

console.log(output);

// Output [10, 5, 6, 1]

Pada kode di atas, output merupakan *array* baru. Tiap elemen di dalamnya dihasilkan dari elemen input yang dibagi dengan 10, kemudian di push() ke dalam variabel output.

Bedanya penggunaan .map() dengan .forEach() adalah:

1. Menggunakan .map() dalam menghasilkan *array* baru terlihat lebih simpel dan tidak kompleks.
2. Terdapat return yang mengembalikan nilai baru untuk disimpan ke dalam variabel baru.

### Array.filter()

Sebagai *front-end developer*, terkadang kita memiliki data berbentuk *array*, namun hanya sebagian dari elemennya saja yang diperlukan. Elemen tersebut diambil berdasarkan kondisi tertentu sesuai dengan kebutuhan tampilan UI (*User Interface*). Hal ini dapat kamu lakukan menggunakan *method* .filter() pada variabel *array* yang kamu miliki. .filter() berfungsi untuk membuat sebuah *array* baru dengan memperhatikan kondisi tertentu pada setiap elemen dari *array* yang sudah ada.

*Callback function* pada .filter() memiliki 3 parameter yang dapat digunakan sesuai kebutuhan:

1. *value* yaitu isi dari tiap elemen yang diproses.
2. *index* (*optional*) yaitu nomor *index* tiap elemen.
3. *array* (*optional*) yaitu *array* itu sendiri.

Struktur kode dari .filter():

arr.filter(function (value, index, array){

// kode program

});

Penggunaan .filter() sangat cocok ketika kita ingin mendapatkan beberapa elemen dari variabel *array* berdasarkan kondisi yang diinginkan.

Misalnya kita memiliki variabel *array* angka dengan elemen angka 1 sampai 5. Dari data yang sudah ada, kita hanya ingin mendapatkan elemen yang nilainya lebih besar dari angka 2.

Dengan menggunakan .filter(), kita dapat melakukan hal tersebut seperti ini:

let arrAngka = [1, 2, 3, 4, 5];

let filterArr = arrAngka.filter(function (item){

return item > 2;

});

console.log(filterArr);

// Output: [3, 4, 5]

Pada kode di atas, tiap elemen akan diiterasi dan diwakilkan oleh variabel item. Jika benar isi dari variabel item lebih besar dari angka 2, maka item akan ditampilkan.

return item > 2;

Setelah proses iterasi selesai, data yang didapatkan akan disimpan pada variabel filterArr.

Contoh lain dalam menggunakan .filter()dapat kita lihat pada kode di bawah ini:

const fruits = ['Jambu', 'Jeruk', 'Apel', 'Mangga', 'Strawberry', 'Jeruk', 'Apel'];

const apples = fruits.filter(function (item){

return item === 'Apel'; // hanya menampilkan elemen array fruits 'Apel'

});

console.log(apples);

// Output: ['Apel', 'Apel']

Dari kode di atas, dapat kita lihat bahwa kita mendapatkan daftar apples dari fruits yang telah di .filter(). Sehingga .filter() memudahkan kita untuk mendapatkan data dengan kondisi tertentu dari sekumpulan data yang kita punya.

### Array.find()

Pencarian merupakan salah satu algoritma dasar pada pemrograman. Dimulai dari melakukan iterasi pada sekumpulan data dan kemudian mengembalikan nilai jika sesuai dengan kondisi yang dicari. *Array* pada JavaScript juga memiliki *built-in method* .find() yang dapat digunakan untuk melakukan pencarian.

.find() memberikan nilai balik berupa nilai tunggal (*single value*) dari elemen pertama yang ditemukan jika memenuhi suatu kondisi pada *return statement*.

*Callback function* pada .find() memiliki 3 parameter yang dapat digunakan sesuai kebutuhan:

1. *value* yaitu isi dari tiap elemen yang diproses
2. *index* (*optional*) yaitu nomor *index* tiap elemen
3. *array* (*optional*) yaitu *array* itu sendiri

Struktur kode dari .find():

arr.find(function (value, index, array){

// kode program

});

Mungkin terlihat hampir sama seperti .filter(). Namun .filter() memberikan hasil dalam bentuk *array*, sedangkan .find() hanya memberikan hasil *single value*.

Contoh lebih detail mengenai perbedaan .filter() dan .find() dapat kita lihat pada kode di bawah ini:

let people = [

{

name: 'Jane',

age: 20

},

{

name: 'Doe',

age: 15

}

];

let janeFind = people.find(function (item){

return item.name === 'Jane'

});

let janeFilter = people.filter(function (item){

return item.name === 'Jane'

});

console.log(janeFind);

// Output: {name: 'Jane', age: 20} --> bentuk object

console.log(janeFilter);

// Output: [{ name: 'Jane', age: 20 }] --> bentuk array of object

Contoh lainnya:

let number=[1, 2, 3, 4, 5, 6, 7];

let moreThanThree = number.find(function (data){

return data > 3

});

let lebihDariTiga = number.filter(function (data){

return data > 3

});

console.log(moreThanThree)

// Output: 4

console.log(lebihDariTiga)

// Output: [4,5,6,7]

Sehingga dari kedua contoh di atas, kita dapat mengambil kesimpulan bahwa .find() baik digunakan jika kita hanya membutuhkan *single value* dari elemen array yang kita cari sesuai dengan kondisi yang kita butuhkan.